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Abstract

A wide range of scientific problems, such as those described by continuous-time dynami-
cal systems and partial differential equations (PDEs), are naturally formulated on function
spaces. While function spaces are typically infinite-dimensional, deep learning has predom-
inantly advanced through applications in computer vision and natural language processing
that focus on mappings between finite-dimensional spaces. Such fundamental disparities in
the nature of the data have limited neural networks from achieving a comparable level of
success in scientific applications as seen in other fields. Neural operators are a principled way
to generalize neural networks to mappings between function spaces, offering a pathway to
replicate deep learning’s transformative impact on scientific problems. For instance, neural
operators can learn solution operators for entire classes of PDEs, e.g., physical systems with
different boundary conditions, coefficient functions, and geometries. A key factor in deep
learning’s success has been the careful engineering of neural architectures through exten-
sive empirical testing. Translating these neural architectures into neural operators allows
operator learning to enjoy these same empirical optimizations. However, prior neural op-
erator architectures have often been introduced as standalone models, not directly derived
as extensions of existing neural network architectures. In this paper, we identify and distill
the key principles for constructing practical implementations of mappings between infinite-
dimensional function spaces. Using these principles, we propose a recipe for converting
several popular neural architectures into neural operators with minimal modifications. This
paper aims to guide practitioners through this process and details the steps to make neural
operators work in practice’.

1 Introduction to Neural Operators

In many scientific and engineering applications, data is derived from an underlying function, of which
we have access to discretizations at different resolutions. We want to develop deep learning models
that respect the functional nature of the data in the sense that they are agnostic to the
discretization and resolution.

In the past decade, deep learning has led to unprecedented advances in domains like computer vision, speech,
and natural language processing. Following this success, deep learning is poised to have an arguably even
greater transformational impact on the natural sciences. While underlying data in all these areas comes in
vastly different structures, the standard models powering deep learning, neural networks, consume data in
a unified way: processed versions in the form of finite-dimensional vectors. For instance, these can be pixel
representations of images and videos, word embeddings of language, or measurements of physical systems.

Yet, many physical phenomena of interest are inherently captured by continuum descriptions. Physical
quantities describing, e.g., fluid and thermodynamics, continuum mechanics, or electromagnetism, depend
on continuous variables such as spatial and temporal coordinates. Mathematically, such quantities are given
as functions depending on continuous variables, and their behavior is often governed by differential equations
modeling the relationship between physical quantities and their derivatives.

*Equal contribution
1Our code is available at github.com/neuraloperator/NNs-to-N0s.
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For instance, we can describe the temporal evolution of a given physical system, such as a heat distribution
in a certain domain. This naturally leads to the task of predicting the physical system after a given time
(i.e., the solution function) based on an initial condition of the system (i.e., an initial function). Common
tasks in computer vision are inherently defined on functions as well since the underlying natural scenes or
objects depend on spatiotemporal variables. Images or videos merely capture a discretized version with a
certain resolution; e.g., an image is a discretization of a two-dimensional function.

While classical neural networks can process discretizations of continuous quantities (e.g., on a mesh or grid),
they either rely on a fixed discretization or do not generalize to unseen resolutions. However, we would like
the action of the neural network to be invariant® to the specific choice of discretization and its resolution.
Furthermore, in numerous applications, it is essential for the output to be a function that can be queried
at arbitrary coordinates, allowing for further operations (e.g., differentiation and integration). To this end,
neural networks have recently been generalized to so-called neural operators. Neural operators are naturally
formulated to operate on functions rather than wvectors. In particular, by construction, they output func-
tions that can be queried at arbitrary coordinates and that are consistent across different discretizations
of the input function; more precisely the outputs only differ by a discretization error that vanishes as the
discretization is refined. This property of being agnostic to the underlying discretization enables learning
of function-to-function mappings and multi-scale phenomena for the wide range of tasks where the under-
lying data is captured by continuum descriptions. This has led to significantly improved performance and
generalization, as well as powerful capabilities, such as zero-shot super-resolution, in a series of practical
applications. In turn, these advances have spurred a large interest in developing different neural operator
architectures and training paradigms. The increased popularity of neural operators has also led to the de-
velopment of dedicated Python libraries, such as the NEURALOPERATOR library (Kossaifi et al.; 2024), as
well as large-scale benchmarks of these methods (Ohana et al., 2024).

Using neural networks to represent continuous functions, known as implicit neural representations or neural
fields, has a long history (Lagaris et al., 1998). Special cases include physics-informed neural networks
(PINNSs) (Raissi et al., 2019), where the neural network approximates the solution function of a partial
differential equation (PDE) by optimizing its parameters to reduce deviations from the governing equation.
Shortly after the introduction of neural operators, 3D scenes in graphics and computer vision have been
similarly represented using neural radiance fields (NERF) (Mildenhall et al., 2020; Sitzmann et al., 2020;
Jeong et al., 2022)%. In both of these cases, the neural network represents a single function, i.e., a single
PDE solution or 3D scene. In contrast, neural operators can be viewed as generalizations of neural fields
because they output a function for any given input function; instead of representing a single function, they
can learn operators that act on functions. In other words, neural operators can be viewed as conditional
neural fields (Azizzadenesheli et al., 2024), conditioned on different input functions. Alternatively, one can
condition the implicit neural representations on the parameters of a (given or learned) finite-dimensional
parametrization of the space of input functions (Chen et al., 2022; Serrano et al., 2023). While this can
be viewed as a special case of an encoder-decoder neural operator (see Section 3.6), neural operators are
more general and can handle input and output functions based on point evaluations without the need for
parametrizations.

Contributions In this work, we identify and distill the core principles for constructing neural operators
as practical and principled instantiations of parametrized mappings between function spaces. Using these
principles, we then propose a recipe for converting popular neural architectures into neural operators with
minimal modifications. This paper aims to guide practitioners through this process and details the steps to
design and apply neural operators successfully in practice.

1. We identify and motivate the main design principles of neural operators and how they are
necessary for well-posed operator learning (Section 2). In particular, neural operators are mappings

2The term “invariance” is a useful analogy; however, strictly speaking, neural operators still incur a (controllable) discretiza-
tion error. Thus, we often say that a neural operator is “agnostic” to the discretization and produces “consistent” outputs for
different resolutions. We introduce the appropriate mathematical concept of “discretization convergence” in Section 2.

31t is worth noting that the recent architectures (Shukla et al., 2021; Miiller et al., 2022) share close similarities to early
neural operator architectures such as (multipole) graph neural operators (Li et al., 2020c).
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Figure 1: Illustration of a neural operator. The input is a function f € F that can be given at different
discretizations (z;)_,. The output is a function g € G that can be queried at different points (y;)7L;.

between function spaces parametrized by a finite number of parameters. They should be discretization-
agnostic and be able to approximate any sufficiently regular operator with arbitrarily low error.

2. Using the design principles of neural operators, we establish a recipe for naturally extending
successful architectures and layers to function spaces, which we develop throughout Section 3 and
summarize in Section 3.8. We also demonstrate throughout Section 3 that many popular neural operator
architectures can be constructed using this procedure. In doing so, we also categorize existing neural
operator architectures and layers. More specifically, we show that

o Multilayer perceptrons (Section 3.1) can be converted to integral transforms by parametrizing their
weights and biases with learnable functions.

o Convolutional neural networks (Section 3.3) can be converted to convolutional integral operators
by parametrizing the kernel as a learnable function.

e Graph neural networks (Section 3.4) become discretization-agnostic graph neural operators when
quadrature weights are used for aggregation and neighborhoods are defined using subsets of the domain.

o Self-attention in transformers (Section 3.5) can be turned into resolution-agnostic self-attention
using a similar strategy as for graph neural networks.

o Encoder-decoder neural network architectures (Section 3.6) can be generalized to function
spaces by using parametric function classes for both the encoder and decoder.

We also show how other key building blocks of neural operator architectures (e.g., pointwise operators,
positional encodings, and normalizations) can be similarly constructed from their finite-dimensional coun-
terparts.

3. We outline important practical considerations for training neural operators in Section 4. While
many best practices from deep learning also directly apply to neural operators, we discuss in more detail
the use of data and physics losses on function spaces (Section 4.1), and data augmentation, optimization,
and auto-regressive modeling in the context of operator learning (Section 4.2).

4. We survey the diverse landscape of neural operator architectures that have been designed and used
successfully across a wide range of scientific and engineering applications (Section 5.1).

5. Lastly, we perform empirical experiments (Section 5.2) to illustrate the importance of certain design
choices for neural operators, such as fixing the receptive field with respect to the underlying domain and
using quadrature weights for aggregations. We also analyze the effects of multi-resolution training and
different interpolation strategies.

The more technical mathematical details are purposefully deferred to the appendix, to enhance the clarity
of the presentation and prioritize an intuitive understanding. We refer the reader to Kovachki et al. (2023);
Boullé & Townsend (2023); Kovachki et al. (2024b); Subedi & Tewari (2025) for a more theoretical treatment.



Table 1: Notation and comparison of neural networks to neural operators.

Neural Network Neural Operator Input Output
Space Euclidean spaces (e.g. R?) Function spaces F g
Elements Vectors Functions feF geg
Domain Integer indices Real-valued coordinates x € Dy y€ D,

2 From Discrete to Continuous: Learning on Function Spaces

Classical neural networks aim to approximate functions
z+— f(z) (1)

between (finite-dimensional) Euclidean spaces, such as R?. More precisely, they take a vector  as input and
output another vector f(z). In contrast, we want to construct mappings, so-called operators,

fr—y (2)

between (infinite-dimensional) function spaces®, such as continuous functions. Operators take a function f
as input and output another function g; see Table 1 for a comparison and Appendix A.1 for details on our
notation.

The transition from discrete to continuous problems requires a change in how we represent and manipulate
data. Naturally, while we are interested in learning mappings between functions, we typically do not have
access to the actual functions numerically. Instead, neural operators are designed to work on a discretization
(i, f(x;))), of a function f, assuming that we observe the function on a set of points z; (i.e., a point
cloud or grid; see Appendix A.2 for alternative representations). Moreover, the output of the neural operator,
which is another function g, can be queried at arbitrary coordinates y in the domain of g; see Figure 1 for
an illustration.

2.1 Defining Principles of Neural Operators

Neural operators represent a principled extension of neural networks to function spaces that are
parametrized by a finite number of learnable parameters. They universally approximate
function-to-function mappings and provide consistent predictions across resolutions.

To learn a mapping between functions in practice, we would want to satisfy the following properties (see
Appendix A.3 for details):

o Discretization-agnostic: the learned mapping should be applicable to functions given at any discretiza-
tion and produce consistent outputs across resolutions.

¢ Fixed number of parameters: the number of learnable parameters needs to be fized and independent
of the discretization.

o Universal approximation: the family of mappings should be able to (provably) approximate, with
arbitrarily low error, any sufficiently regular operator.

Neural Operators were designed from first principles to satisfy these properties and offer a natural framework
for learning mappings between function spaces. In practice, neural operators still operate on discretized
functions, but also respect the underlying functions they model and do not overfit to a fixed set of observation
points. In particular, their outputs are functions that can be evaluated on arbitrary discretization, and the
outputs of a neural operator for different discretizations only differ by a discretization error that can be made

4We use F and G to denote the function spaces for the input and output functions, which are typically suitable subspaces
of continuous functions.



arbitrarily® small by refining the discretization—we say that the neural operator is discretization convergent;
see Appendix A.4.

2.2 Features of Neural Operators

Neural operators can be applied to data at different discretizations and generalize across resolu-
tions by design. This is more data-efficient, prevents overfitting on the training resolution, and
allows to predict at arbitrary resolutions.

Neural operators provide a principled framework to learn mappings on functional data. In the following
we mention some of the unique features and advantages which are unlocked by neural operators and their
ability to train and test on data with varying discretizations:

e Well-posedness: For many tasks, the ground truth mapping is naturally an operator, i.e., a mapping
between functions. If we train a neural network that is not discretization-agnostic, we can overfit to the
training discretization(s) (see Section 3.4). Operator learning allows us to approximate the ground truth
operator and establish rigorous theoretical guarantees (see Appendix B). In addition, having output func-
tions that can be queried arbitrarily is useful for downstream applications that require derived quantities
such as derivatives or integrals.

o Data efficiency: Standard numerical solvers often create their meshes adaptively, which naturally leads
to datasets with different discretizations (Li et al., 2024b; 2023; Rahman et al., 2024). Due to high
computational costs, only a few high-resolution solutions are available in many applications, while a larger
number of approximate solutions can be computed on discretizations with lower resolutions. Operator
learning enables learning on different discretizations and resolutions simultaneously, ensuring sufficient
data for training while maintaining the ability to resolve the underlying physics from the data at higher
resolution. In practice, neural operators can work directly with functions discretized on point clouds with
an arbitrary number of points and do not need an explicit mesh or partition of the domain into connected
cells or elements.

e Curriculum learning and faster training: Neural operators can be trained via curriculum learning,
where simpler, low-resolution samples are first used for training, gradually progressing to more challenging,
high-resolution samples. Such an adaptively refinement of the discretization during training can not only
improve performance but also accelerate convergence and reduce the computational cost compared to
training only on high-resolution data (George et al., 2022; Lanthaler et al., 2024).

« Flexible inference: A trained neural operator can be queried at arbitrary resolution. For instance, we
can obtain consistent predictions for discretizations that have not been in the training data, both at lower
as well as higher resolutions, i.e., zero-shot super-resolution (Kovachki et al., 2023).

Motivated by the properties and capabilities of neural operators, the next natural question is how to construct
and implement them in practice. This will be covered in the next section, in particular outlining which
adaptations existing neural network layers require.

3 From Networks to Operators: Building Blocks of Neural Operators

Following a common paradigm in deep learning, an effective approach to designing neural operators is to
construct simple and modular layers that can be composed to form expressive neural operator models. Each
layer is itself an operator such that the intermediate outputs after each layer are functions (as opposed to
vectors in standard neural networks). In particular, the discretized version of the neural operator can have a
different discretization in each layer. In this section, we present how the most popular neural network layers
can be converted to neural operator layers, ensuring they stay consistent across resolutions; see Figure 2 for
a summary.

5In practice, we want to design neural operators where the discretization error is sufficiently small for the resolutions
considered in applications.
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Figure 2: Pipeline of converting neural networks to neural operators. Graph neural network (GNN)
and convolutional layers can be converted into well-posed neural operator layers through a sequence of simple
modifications. GNO refers to the graph neural operator (Li et al.; 2020b), “Spec. conv.” refers to a spectral
convolution as used in Fourier neural operators (FNOs) (Li et al., 2020a), and LocAL FNO refers to a
FNO supplemented with local integral kernels (Liu-Schiaffini et al., 2024). We denote by UNO the U-
shaped neural operator (Rahman et al., 2022b) and by SFNO the spherical Fourier neural operator (Bonev
et al., 2023). The overall strategy to convert neural networks into neural operators is outlined in Section 3.8.

3.1 From Fully-Connected Layers to Integral Transforms

Integral transforms can be obtained by parametrizing the weights and biases of a fully-connected
neural network layer with learnable functions. Instead of directly learning the weights for a fixed
set of indices, we learn a function that maps input and query points to the value of the weights
weighted by the density of the input points:

g;j = ZKjifi +b; becomes g(y;) = ZK(xivyj)f(mi)Ai + b(y;)-

We start by looking at the most basic building block of multi-layer perceptions (MLPs) and neural networks:
the fully-connected layer. MLPs can simply be described by a learnable affine-linear map (we discuss the
non-linearity in Section 3.2), and their parameters are typically learned end-to-end via backpropagation.
However, the affine-linear map assumes a fixed, finite-dimensional vector as input. In this section, we
present a natural extension to affine-linear operators on infinite-dimensional function spaces.

Fully-connected layer Assume we are given n values f; = f(x;) of a function f at points (z;)_; and a
fully-connected layer with weight matrix K € R™*™ and bias vector b € R". The j-th coordinate of the
output of the fully-connected layer can then be written as

g; = (Kf+b)J:ZKﬂfz+bj (3)
i=1
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Figure 3: Visualizing the need for quadrature weights. Aggregating function values at irregularly-
spaced points without proper quadrature weights (e.g., taking the mean, i.e., A = 1/n, as in the top figure)
adds more weight to densely sampled areas. When increasing the resolution, the output depends on the
chosen refinement of the discretization and does not have a unique limit (top). The use of quadrature
weights leads to consistent approximations for different discretizations that converge to a unique integral as
the discretization is refined (bottom).

The weights are learned for fixed input and output dimensions n and m, which does not allow to work with
different discretizations.

Integral transform To make this operation agnostic of the discretization, we assume that K;; and b; are
evaluations of functions K and b at input points x; and query points y;. The result is a mapping from the
input function f to an output function g given by

n

9(y;) =Y K (i, y;) f (i) Ai + by;) = i K(z,y;)f(x)dz + b(y;), (4)
=1 f

where we formally defined® K;; = K(x;,y;)A; and b; = b(y;) in (3). Specifically, note that we introduced
so-called quadrature weights A;, which ensure that the sum approximates the integral representation and that
the output is agnostic to the resolution. For instance, we can view the sum as a Riemann sum for the integral,
which converges as we refine the discretization. For one-dimensional grids, we can take A; = % (with
suitable definitions at the boundary); see Figure 3. For more general point clouds, we can partition the
domain Dy and take the volume of the subregion containing x;; see Appendix A.5 and Algorithm 1. The
kernel and bias functions K and b are typically parametrized by neural networks and learned end-to-end
using backpropagation.

6Depending on the codomains of f and g, the output of K can be a scalar or a matrix. In the latter case, diagonal matrices
or low-rank representations are often chosen for efficiency Kovachki et al. (2023).



Algorithm 1: Quadrature weights from a Delaunay triangulation in d = 2 (see Section 3.1 and Appendix A.5)

def (x: )8
tri = Delaunay(x)
delta = zeros(len(x))
for simplex in tri.simplices:
points = x[simplex]
volume = 0.5 * ( ( ((points[1]-points[0], points[2]-points[0]))))
for idx in simplex:
deltalidx] += volume / 3
return delta

Unlike the standard definition in (3), the expression in (4) can now be evaluated for an arbitrary number of
input and output points n and m. This naturally extends the definition of a fully-connected layer, an affine-
linear mapping between vectors f and g, to an affine-linear operator between functions f and g. Crucially,
as we increase the resolution (i.e., refine the discretization), the model converges to the unique integral
operator in (4), an instantiation of a graph neural operator (GNO) (Li et al., 2020b); see also Section 3.4
and Algorithm 3.

3.2 From Elementwise Functions to Pointwise Operators

Operations that are applied pointwise to the discretized function are naturally agnostic to the
resolution. This includes activation functions as well as liftings and projections. However, they can
be queried only at the input points.

We did not cover activation functions of the fully-connected layers in Section 3.1. However, we will see that
this concept transfers directly to neural operators as part of the broader class of pointwise operators.

Elementwise function Several common layers in deep learning apply the same operation to each element
of the input vector, such as activation functions, (1 x 1)-convolutions, or certain normalization layers. They
can directly be used in neural operators if these elements correspond to the pointwise evaluations of the
input function f = (f(z;))7;. In other words, there is a (potentially learnable) function K such that the
layer can be written as

9: = K(f3). (5)

Pointwise operator We can then define a pointwise operator, also called Nemytskii operator (Renardy
& Rogers, 2006), mapping a function f to a function g, by’

g9(x;) = K(f(2:))- (6)

Such mappings are agnostic to the resolution as they can be applied to any discretization of the input
function f. However, the output function g can only be queried at the same points x; where the input
function f is given, i.e., the discretizations of the functions f and g are necessarily the same. To query g at
arbitrary points, one can compose the pointwise operator with another layer (e.g., in the simplest case, an
interpolation layer; see also Section 3.7).

Pointwise operators allow transferring all activation functions from neural networks to neural operators.
Moreover, they can be used for skip-connections and so-called lifting and projection layers. Specifically,
given an input function f: Dy — R® with codomain R¢, we can choose K: R® — R® (e.g., as a neural
network) to map to a function g: D, — R with codomain R, i.e., where the function is “lifted” (C > ¢)
or “projected” (C' < c¢); see Algorithm 2. Inspired by image processing, one also refers to ¢ as the number
of channels since a discretization f on n points has shape® n x c. If the number of channels is adaptive
(e.g., for multiphysics simulations with different physical variables), one can use attention mechanisms for
the function K (Rahman et al., 2024).

"We note that K can also depend on both f(z;) and x;. This is included in the definition by assuming that the coordinates
are included in the output of the function, which is typically done in the form of a positional encoding; see Section 3.7.
8Depending on the order of the dimensions, such layers can also be efficiently realized using (1 x 1)-convolutions.



3.3 From Convolutional Neural Networks to Spectral Convolutional Operators

For discrete local convolutions, the receptive field is tied to the resolution and becomes increasingly
local as the resolution increases. By parametrizing the kernel as a learnable function, con-
volutional operators can be obtained as special cases of integral operators with a fixed receptive
field:

j+k
gj = Z K, _;fi becomes g¢(y;) =A Z K(y; — ) f(zs).
i=j—k i |zi—y;|<r

For global convolutions, this can be efficiently realized using spectral convolutions, leading to
Fourier neural operators.

A core building block of modern neural network architectures is the convolutional layer. It can be viewed
as a special case of a linear layer as in (3) and, similarly, can be extended to a special case of the integral
operator in (4). Note that we omit the bias term for simplicity since it can be handled as in the previous
subsection.

Convolutional layer We will see that the receptive field of convolutional layers changes when directly

applying their discrete formulation to different resolutions. To demonstrate this, recall that the output of a

one-dimensional convolutional” layer with kernel K = (K;)*__, € R?*! of size 2k + 1 can be written as

Jtk
gi=(Kxf);=> K .fi, (7)
i=j—k
where f; = f(x;) are n evaluations of the input function f on an equidistant grid x; = iA of width A

(with suitable padding). In principle, such a convolution can be applied to discretizations of f on grids of
any width A. However, this operation becomes increasingly local (in other words, the receptive field of the
convolution shrinks) when decreasing the width A or, equivalently, increasing the number of discretization
points. Specifically, notice that the output g; in (7) depends on f only at an interval of size 2kA including
the points x;_p to xj4,. When increasing the resolution, i.e., in the limit A — 0, the convolution thus
converges to the pointwise operation'” g; = f(z;) Y., K; (by continuity of f); see Figure 4. Equivalently,
this can be understood as zero-padding the kernel to the number of discretization points.

Convolutional operator To make the receptive field independent of the underlying resolutions, we can
leverage the integral operator from Section 3.1 and again view K;_; as the evaluation of a (univariate)
function K at the point y; — x;. Given that K has support in [—r,7], we can then define the corresponding
convolutional neural operator
yj+r
s =8 Y K- odfw) [ Ky - a)fe)do= (K + 1)) ®)

i |z —y;|<r yi=r

mapping the input function f to an output function g. Here, we formally defined K;_; = K(y; — x;)A with
k= % in (7), where A are the quadrature weights for the equidistant'! grid. In particular, the receptive field
in (8) is now always of size 2r, independent of the discretization of f. Moreover, the output function g can
be queried at arbitrary points y; (not necessarily grid points) since the function K in (8) can be evaluated
at any point in its domain.

We can again parametrize K by neural networks or other parametric families of functions'?. One possibility
is to interpolate the discrete kernel K and scale by the quadrature weights, which also works for a pre-

9We treat the one-dimensional case only for simplicity, and the arguments naturally extend to higher dimensions. Moreover,
we note that most modern deep learning frameworks such as PyTorch and JAX perform a cross-correlation, which differs from
the convolution by a reflection of the kernel, i.e., a sign flip. This does not impact our presentation since the kernel is learned.

10Strictly speaking, this would converge to a pointwise operator as described in Section 3.2, however, with a very inefficient
parametrization.

" Using non-uniform quadrature weights (A;)P_, as in Section 3.1, it is straightforward to generalize the convolutional
operator to general point clouds (z;)? ;.

12Gimilar approaches can be found in the context of hypernetworks, scale-equivariant, and discrete-continuous (group) con-
volutions; see Liu-Schiaffini et al. (2024) for an overview.
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Figure 4: Illustration of collapsing receptive fields with a nearest neighbors strategy. The figure
shows the values of the input function f (blue) which influence the output function g at a point y when
using a nearest neighbors strategy (e.g. as in convolutional and graph neural networks) (top) and with a
fixed receptive field (e.g. as in convolutional and graph neural operators) (bottom). If the neighborhood
is selected using a nearest neighbors strategy, the receptive field (red) collapses when the discretization is
refined (from left to right).

trained layer (see Section 5.2). We note that, due to the fixed receptive field, the computational cost of the
convolutional operator in (8) scales as O(rn?) (where A ~ %) instead of O(kn) for the convolutional layer
in (7).

If f and K are periodic, one possibility to obtain (quasi-)linear cost in n is to leverage the convolution
theorem and rewrite the convolution in (8) as a multiplication in Fourier space, i.e.,

K« f=7""(F(E)F(]), (9)

where .# denotes the mapping from a periodic function to its Fourier series. Instead of parametrizing the
function K, we can now parametrize a fized number of modes, i.e., Fourier coefficients .# (K) (implying that
K has full support). This is often referred to as a spectral convolution and represents the main building block
of the Fourier Neural Operator (FNO) (Li et al., 2020a); see Algorithm 2 and Appendix A.6 for details.

In practice, .# and its inverse can be approximated'® with the Discrete Fourier Transform and accelerated
using the Fast Fourier Transform (for sufficiently large grid resolutions and number of modes (Lingsch et al.,
2023)) leading to an efficient implementation of (8). This can also be viewed as a Fourier interpolation of
the kernel K in (7) to other resolutions. While such global convolutions are typically not used for tasks in
computer vision, they can be important in scientific applications.

Multiple techniques, such as incremental learning or tensorization of .% (K), have been developed to reduce
the computational costs (George et al., 2022; Kossaifi et al., 2023). Moreover, Rahman et al. (2022b) proposed
U-shaped neural operators (UNO) which reduce and increase the resolution of the discretization (and the
number of modes) in deeper layers of the model (analogous to U-NETs (Ronneberger et al., 2015)).

BWe refer to Bartolucci et al. (2023); Lanthaler et al. (2024) for an analysis of the discretization error (also referred to as
aliasing error) depending on the grid resolution and spectrum of the input function.
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Algorithm 2: Pointwise operator from Section 3.2, and spectral convolution from Section 3.3 in d = 1.

net = (dim_in=codim_in, dim_out=codim_out)

def (f: ) >
return net(f)

params = ( (modes, codim_in, codim_out, dtype= ) * init_std)
def (f: , n_out=None) ->

f ft = (£, dim=1)

g_ft = ("bmi,mio->bmo", f_ft[:, :modes, :], params)

return (g_ft, n=n_out or n_in, dim=1)

An alternative approach to interpolating the kernel, would be to interpolate the input function f to match the
training resolution (Raonic et al., 2024). However, this has the downside of discarding information beyond
the training resolution. Yet another approach is to rescale and center the kernel of discrete convolutions in
order to converge to differential operators (Liu-Schiaffini et al., 2024).

3.4 From Graph Neural Networks to Graph Neural Operators

While graph neural networks can be natively applied to different discretizations of the input function,
they do not necessarily generalize to unseen discretizations. To make them agnostic to the resolution,
we need to use quadrature weights for the aggregation and define neighborhoods using
subsets of the domain, independently of the discretization:

gi= Y. Ki(fi,f;) becomes g(y)= Y K(zi,y;, f(@), f(y;) A

i€Neighb; i: 2 €D(y;)

In this section, we look at discretizations of functions on more general point clouds and typical layers of
graph neural networks. In their standard form, these layers are not agnostic to the resolution and require
the use of quadrature weights and fixed receptive fields, as seen in previous sections. This will lead us to
Graph Neural Operators (GNOs) (Li et al., 2020b), a general form of (nonlinear) integral operators. Similar
to how graph neural networks generalize feed-forward and convolutional neural networks, GNOs can be seen
as a unifying framework for the neural operator layers discussed in Sections 3.1 and 3.3.

Graph neural networks Let us interpret our discretization (x;)_; as a graph with a given connectivity
and denote by Neighb,; the indices of points connected to x;. The output of a prototypical message-passing
layer would then be defined as'*

gi= > Ki(fifi) (10)

1E€Neighb;

where K is a neural network and the sum could also be replaced by other permutation-invariant aggregation
functions, such as a (weighted) mean or maximum. We note that this definition also includes graph attention
and graph convolution layers (Bronstein et al., 2021). In particular, for nearest neighbor graphs on regular
grids and K;;(fi, f;) = K,;_; fi, we recover the convolutional layers discussed in Section 3.3.

Graph neural operators As was done in the previous sections, we generalize (10) to the neural operator
setting by:

« using the corresponding points x; (and hence explicit positional information) instead of indices ¢,

e aggregating the contributions in each neighborhood using quadrature weights A;, and

14We omit node-wise operations since they can be treated as described in Section 3.2. Moreover, we implicitly allow for edge
features by letting K depend on ¢ and j and we assume that j is contained in its own neighborhood Neighb.

11



Algorithm 3: Linear integral operator from Section 3.4 with radius graph and diagonal kernel.

net = (dim_in=2*dim, dim_out=codim)

def (
f: , X: , delta: ,
, radius=None

shape = [bs, n_in, n_out, dim]
kernel_inp = [x.unsqueeze(2).expand(shape), y.unsqueeze(l).expand(shape)]
kernel = net(cat(kernel_inp, dim=-1))

kernel *= delta.view(bs, n_in, 1, 1)
kernel *= f.unsqueeze(2)
if radius is not None:

kernel[cdist(x, y) > radius, :] = 0
return kernel.sum(dim=1)

o making the receptive field independent of the discretization by defining the neighborhoods based on
suitable subsets D(y;) of the underlying domain (e.g., a common choice are radius graphs D(y;) = B, (y;),
where points in a ball of certain radius r around y; belong to the neighborhood).

In summary, this leads to the general (nonlinear) graph neural operator (GNO) given by

g(y) = Y K@iy, f(2), fly;)Ai = K(x,y;, f(2), f(y;)) da, (11)

i: z, €D (y;) z€D(y;)

where we formally defined Neighb; := {i: z; € D(y;)} and K;; = K(4,y;,-,-)A; in (10). It is easy to see
that GNOs can represent both local and global integral operators depending on the choice of D(y;). In
particular, the definition in (11) subsumes'® and generalizes the integral operators defined in (4) and (8).
When using a local integral operator, Lin et al. (2025) propose to multiply the kernel with a differentiable
weight function supported on D(y;) to retain the differentiability of g w.r.t. the query points y; (which is
needed for physics-based losses; see Section 4.1).

While we can use arbitrarily discretized functions f as inputs to the GNO, the general formulation in (11)
only allows querying on the same points y;. To this end, one often uses kernels of the form K(x,y;, f(x))
(or variants as in (4) and (8) leading to linear operators) that do not depend on f(y;) and allow for queries
at arbitrary points (Li et al., 2020b; 2024b); see Algorithm 3. While the GNO can deal with arbitrary
geometries and discretizations, the evaluation of the kernel and aggregation in each neighborhood can be
slow and memory-intensive. For certain discretizations and domains, considering convolutional kernels as
in Section 3.3 allows to reduce the computational cost and establish equivariant'® layers.

3.5 From Transformers to Transformer Neural Operators

Attention layers in transformers can be made discretization-agnostic using quadrature weights for
the normalization and aggregation.

While transformers can be converted into neural operators using a similar strategy as the one for GNNs, we
highlight specific considerations in this section. In particular, we will focus on the attention mechanism and
refer to Section 3.2 and Section 3.7 for tokenwise operations and positional embeddings.

15The operator in (4) is a GNO with K(z,y;, f(z), f(y;)) = K(z,y;)f(z) and D(y;) = Dy, while the operator in (8) is a
GNO where K(z, 35, f(2), f(y;)) = K(y; — 2)£(z) with D{y;) = B, ().

16The approach in Section 3.3, yields translation-equivariant layers for regular grids on the torus. We refer to Helwig et al.
(2023); Xu et al. (2024); Cheng & Peng (2024); Liu-Schiaffini et al. (2024) for neural operators that are equivariant to other
groups.
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Transformer A typical self-attention mechanism can be written as

7 ; S K(fe. )

where K is an attention mechanism, e.g., soft(arg)maz with dot-product attention K(f;, f;) =
exp(7(k(f:),q(f;))) with temperature 7 and learnable affine-linear mappings k, ¢, and v (see Appendix A.7).

v(fi), (12)

Transformer neural operator The self-attention layer in (12) can be viewed as a variant of a graph neural
network layer as in (10) with fully-connected graph and an additional normalization (i.e., the denominator
n (12)). Due to the fully-connected graph, the receptive field is always the full domain, independent of the
discretization. However, we still need to use quadrature weights for the aggregation and normalization to
guarantee a unique limit when the discretization is refined. Doing so directly leads to the self-attention layer
of transformer neural operators given by

). £0:) L0 1
ZZ“ R i (f@)de,  (3)

( D Fu))A [ (y;)) dz
which maps input functions f to output functions g and converges to an integral operator as the discretization
is refined (Kovachki et al., 2023). We note that for equal quadrature weights A; = A, e.g., for regular grids,

the weights cancel, and we recover the standard attention mechanism in (12). Since the layer only depends
on the values of f, we need to assume that they incorporate a positional embedding (e.g., by concatenating
the coordinates x; to the output f(z;); see Section 3.7). Moreover, as explained in Section 3.4, the input
function f can be discretized arbitrarily but g can only be queried at the same discretization. To circumvent
this limitation, one can use cross-attention (see Appendix A.7).

Note that for self-attention layers, treating the points f(x;) as tokens leads to a quadratic cost in the size
of the discretization, which might be prohibitive for fine resolutions. Alternatives include other variants of
attention mechanism (without softmax and with linear computational cost) (Cao, 2021; Li et al., 2022b; Hao
et al., 2023a; Li et al., 2024a), or tokenization along other dimensions (for instance, the channel dimension,
i.e., dimension of the codomain of f (Rahman et al., 2024); see also Section 3.2).

To reduce computational costs, vision transformers (e.g. ViTs) use convolutional layers for the tokenization,

e., they treat (non-overlapping) patches of the input as tokens (Choromanski et al., 2020; Dosovitskiy
et al., 2020). However, these layers are dependent on the input discretization and need to be adapted as
described in Section 3.3. Similarly, Calvello et al. (2024) define tokens by restricting the function to subsets
of the domain (i.e., patches) and then use neural operators for tokenwise operations and inner products on
function spaces for the attention mechanism. However, this requires sufficient resolution on each patch and
can potentially create discontinuities at the boundaries of the patches.

3.6 From Finite-Dimensional to Infinite-Dimensional Encoders & Decoders

We can construct neural operator layers based on encoders and decoders mapping between finite-
dimensional latent spaces and function spaces. These are often based on parametric function classes
where the encoder infers the parameters given the input function, a learned mapping transforms
the parameters in latent space, and the decoder outputs the corresponding function specified
by the transformed parameters.

A common technique in deep learning is to use encoders and decoders, i.e.,
= (Decoder o K o Encoder) (f), (14)

such that we can operate with a learnable function K, typically a neural network, in a latent space. Such an
idea can also be used to construct neural operator layers. However, for neural operators, we need to make
sure that the encoder is agnostic to the discretization of the input function f and that the output of the
decoder can be queried at arbitrary resolution. In particular, we want to design encoders and decoders that
map between function spaces and a finite-dimensional latent representations. Different from neural networks,
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such encoder-decoder constructions are more often used for single layers of a neural operator and typically
combined with pointwise skip-connections (see Section 3.2) to counteract the information bottleneck given
by the finite-dimensional intermediate representation.

In the following, we present different practical versions of such encoders and decoders'”.

Encoder Let us first describe different encoders, mapping discretizations of f to a k-dimensional latent
representation v = Encoder(f), where k does not depend on the number of discretization points.

1. Ewvaluation functionals: In general, we can use k functionals mapping from F to R. An option used
in DEEPONETs (Lu et al., 2019) are evaluation functionals, i.e., v; = f(§;), for fixed, so-called sensor
points &;. In this case, K is referred to as the branch net. However, such an encoder ignores the values of
f at other points than {; and requires the sensor points to be a subset of the discretization points.

2. Inner products: More generally, one can use approximations to inner products'® in function spaces, e.g.,

n

v = [bj(@)]" fle) A~ | ()] fla)de = (b, f)re (15)

i=1 Dy

with (potentially learnable) functions b; as proposed in DEEPONET-OPERATORs (Kovachki et al., 2023);
see also Algorithm 4.

3. Projections: We can project f to the closest function in a family'? f,, parametrized by the vector v, which
is then used as the latent representation. For a general function class, e.g., neural networks®’, there is
no closed-form expression for the optimal parameters v, requiring an inner optimization loop (Serrano
et al., 2023). To this end, one often considers linear combinations f, = Z?:l v;b; given by a dictionary
of functions b;, e.g., subsets of classical approximation systems, such as polynomial bases, splines, Fourier
bases, or wavelets (Li et al., 2020a; Gupta et al., 2021; Tripura & Chakraborty, 2022; Bartolucci et al.,
2023). Finding the coefficients v then leads to a linear least squares problem and, for orthogonal systems,
v can be inferred via inner products as in (15). For the Fourier basis, this corresponds to the discrete
Fourier transform as used in the FNO.

Decoder Let us now present different decoders, mapping from a finite-dimensional vector w = K (v) to a
function g = Decoder(w) that can be queried at different points y.

1. Linear combinations: The finite-dimensional vector w can be thought of as describing the coefficients of
linear combinations?! g, = Z?:l w;b;, where, as before, b; are taken from a dictionary of functions.
The dictionary can also be adapted to a (training) dataset of functions. For instance, one can use the first
k basis functions of an (empirical) PCA decomposition (Bhattacharya et al., 2021; Lanthaler, 2023). The
functions b; can also be parametrized by neural networks (the so-called trunk net) and learned end-to-end
as is done in DEEPONETs (Lu et al., 2019).

2. Neural networks: More generally, we can replace linear combinations of (learnable) dictionaries with a
fully learnable neural network, where the input is given by the query point y and the vector w, as proposed
in the Nonlinear Manifold Decoder (NOMAD) (Seidman et al., 2022). Instead of using w as an input,
we can also view it as (latent representation of the) parameters of a neural network (Serrano et al., 2023).
In this case, the resulting encoder-decoder layer can be viewed as a meta-network outputting a neural
field conditioned on the input function f.

7For simplicity, we assume that K : R¥ — R¥ has the same input and output dimensions. We also note that the component
functions of the input and output functions f and g are often considered separately for the encoder and decoder, but K is
applied to the combined latent representations.

I81f F is a Hilbert space, the Riesz representation theorem shows that every continuous linear functional can be represented
as an inner product. Note that for the L2-inner product in (15), we denote by [b;(z;)]* the conjugate transpose of b;(x;).

19To guarantee discretization convergence (see Appendix A.4), we require suitable assumptions on the function class and the
optimization problem.

201f v represents the weights of a neural network, f, is often referred to as a neural field or implicit neural representation;
see also Appendix A.2. For the function K, one can then use architectures that are specialized for operating on neural network
parameters; see, e.g., Zhou et al. (2023); Lim et al. (2024).

21Mathematically speaking, such representations yield linear approximation methods (DeVore, 1998).
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Algorithm 4: Encoder-decoder layer from Section 3.6 with inner product encoder and NOMAD decoder.

encoder = (dim_in=dim, dim_out=latent_dim*codim_in)

net = (dim_in=latent_dim, dim_out=latent_dim)

decoder = (dim_in=latent_dim+dim, dim_out=codim_out)

def (
f: , X: ,
delta: , ¥

) >

enc = encoder(x).view(bs, n_in, codim_in, latent_dim) * f.unsqueeze(-1)
inner_products = (enc.sum(dim=2) * delta.unsqueeze(-1)).sum(dim=1)

latent = net(inner_products)

return decoder(cat([latent.unsqueeze(l).expand(bs, n_out, latent_dim), y], dim=-1))

In Appendix A.8, we show how certain integral operators, including spectral convolutions, can be viewed as
encoder-decoder operators. In particular, for spectral convolutions as employed in FNOs, we use a truncated
Fourier basis for the inner products in the encoder and the linear combinations in the decoder. Similarly
we can recover the integral operators used in the Laplace operator (Cao et al., 2023) or the (Multi-) Wavelet
neural operator (Gupta et al., 2021; Tripura & Chakraborty, 2022) when replacing the Fourier basis by the
(truncated) eigenbasis of the Laplacian and the Wavelet basis, respectively.

Finally, we note that encoder-decoder operators are universal for continuous operators, i.e., for any accuracy,
there exist an encoder, a mapping K, and a decoder approximating the operator uniformly on compact sets
up to the given accuracy (Kovachki et al., 2023) when composed as in (14). However, in practice, we do not
know the required size of the latent dimensions which governs the predefined parametric family of functions
that the decoder can output. Thus, as mentioned before, one typically combines encoder-decoder layers with
skip-connections to retain expressivity.

3.7 Auxiliary Layers

In this section, we outline some building blocks for neural operators that improve and stabilize performance
or enable change of discretizations.

Positional encoding We can encode the “position”, i.e., the coordinates x, and add or concatenate it to
the function values f(x). The latter approach is often used as a first layer in neural operators to improve
performance; see Algorithm 5. For the encoding of the position, often (non-learnable) sinusoidal embeddings
as in NERF's or transformers are used (Mildenhall et al., 2020; Vaswani et al., 2017).

In transformers, positional encodings are important since attention layers are permutation equivariant. How-
ever, such encodings are often based on an absolute ordering of the tokens. Since this does not generalize
to our setting where tokens correspond to (arbitrary) discretizations of a function f, we concatenate or add
embeddings of the absolute (or relative; see Li et al. (2022b); Su et al. (2024)) coordinates.

Normalization As for neural networks, normalization of the data as well as intermediate representations
is important for training. There are two important points to consider for the normalization of the data. First,
we typically do not know the range of the data (e.g., in PDEs) and thus use standardization, e.g., centering
the data to mean zero and rescaling to unit variance. Further, for computing the mean and variance, it is
important to take into account the functional nature of the data, e.g., we compute

o= Z?:l f(xz)Az ~ 1
e A 1Dyl Jp,

which takes into account quadrature weights A; and is thus agnostic to the resolution. The standard deviation
is calculated analogously. We note that for equal weights, these statistics correspond to the standard mean
and variance of the discretized vector f. For preprocessing the input (and analogously the output) functions,
the statistics are typically computed for each component function and averaged over the training dataset
(such that p and o2 have as many components as the dimension of the codomain of f). Adapting the

f(z)dz, (16)
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definition in (16), it is also straightforward to extend normalization layers, such as batch (Ioffe, 2015),
layer (Lei Ba et al., 2016), or instance normalization (Ulyanov, 2016), to neural operators.

Interpolation Interpolation methods, such as spline, kernel, or Fourier interpolations, allow transferring
from a discrete to a continuous representation. As mentioned in Section 3.2, they can be used after pointwise
operators to allow querying at coordinates different from the input discretization.

Interpolation methods can also be used to make standard neural network layers discretization-agnostic. For
instance, one can interpolate the input discretization to a latent, fixed discretization, apply a neural network,
and then interpolate its output to allow querying at arbitrary points. This defines neural operator layers as
in Section 3.6, where the interpolation can be viewed as (non-trainable) encoder and decoder.

In the same spirit, interpolation methods can also be applied to the input and output of a whole network to
define a neural operator (Raonic et al., 2024). This method is capable of converting any pre-trained neural
network into a neural operator. However, this approach suffers from some drawbacks: by fixing a fixed input
resolution, the network cannot learn fine-scale details from high-resolution inputs since downsampling the
input function leads to a loss of information (e.g., high frequencies for Fourier interpolation). Moreover, the
output function space is restricted by the choice of interpolation method, which may dampen the model’s
expressivity.

3.8 Summary

While there is no very precise and universal automated process to generalize arbitrary neural network layers
and architectures to function spaces, there is a consistent underlying strategy that motivates and informs all
the examples we have showcased. The first step is to investigate the neural network architecture to understand
what would be an analogous transformation in terms of the continuous coordinates of the domain and the
functions of interest (i.e., which continuous operator does the neural network roughly discretize). Building on
this, the next step is to design strategies to discretize that continuous transformation in a way that respects
the core principles presented in Section 2.

In practice, there are more precise mechanisms following that overall strategy that can be shared by families
of neural network layers and architectures. As an example, many neural network architectures can be framed
as variants of graph neural networks

9= . Kylfif)) (17)

1€Neighb;

The common strategy we followed for these neural network architectures is to use the explicit positional
information (i.e., the coordinates x on the domain of f) and replace the message-passing summation over
neighbors by an integral over a suitable neighborhood D(y;) in the underlying domain:

o) = [ Ky @) S) de (18)

This integral operator is analogous to the graph neural network, in terms of the continuous coordinates x
and the functions of interest K and f. In practice, the integral has to be discretized, which can be achieved
by aggregating the contributions in each neighborhood using quadrature weights A; (see Appendix A.5),
thereby leading to the graph neural operator,

gyi) = D Klwiy, fla), fu)As, (19)

i x;€D(y;)

which respects the core principles of Section 2 and enjoys the desirable properties of neural operators. We
have also seen how the exact same strategy allowed to extend multilayer perceptrons to integral operators in
Section 3.1, convolutional neural networks to convolutional operators in Section 3.3, graph neural networks
to graph neural operators in Section 3.4, and transformer neural networks to transformer neural operators in
Section 3.5. In Figure 2 we summarize how interpolating discrete convolutional kernels with various methods
leads to different ways of constructing K (x;,y;,,-) from K;;. For instance, (spherial) FNOs can be derived
using global Fourier interpolation.
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Algorithm 5: Training a neural operator (see Section 4)

neuralop = (codim_in=codim_in+dim, codim_out=codim_out)
optim = (1r=1r, neuralop. O)
def (
73 , X: , delta_x: 5
> ¥ , delta_y:
):
X = 2 *% (0, num_frequencies) * * X. (-1)
X = ([x. O, x. 01, dim=-1)
f = ([f, x. (bs, n_in, -1)], dim=-1)

g_pred = neuralop(f, x, delta_x, y)

loss = ( (g_pred - g). (dim=-1) * delta_y). O
loss. O
optim. O

Other types of layers and operations require different types of modifications so they can be used in a
principled manner on function spaces. For instance, encoders and decoders can rely on finite-dimensional
latent representations of functions, as long as the encoder is agnostic to the discretization of the input
function and the output of the decoder can be queried at arbitrary resolution (see Section 3.6). As another
example, the key statistics used in normalization layers must account for the functional nature of the data,
and this extends to inner products and norms which have to be defined on function spaces instead of vector
spaces.

Finally, also note that certain operations are naturally agnostic to the resolution and directly transfer to
neural operators, such as operations that are applied pointwise to the discretized function (e.g., activation
functions, as well as liftings and projections), as discussed in Section 3.2.

4 Training neural operators

While the majority of best practices from deep learning and neural network training also directly apply to
neural operators (see Algorithm 5), we present additional considerations that must be taken into account
when training neural operators in this section.

4.1 Losses

For simplicity, we focus on the loss for a single input function and denote by g be the corresponding output
of the neural operator provided at discretization points (y;)i~;. In practice, we use mini-batches (see Sec-
tion 4.2) and average the losses of multiple input functions.

Data losses If we have ground truth data ¢*, we can compute data losses, but need to make sure that
we define the losses on function spaces, i.e., they should be agnostic to the resolution. For instance, using a
squared L2-loss, we obtain

g

Loss(g,g") = Z l9(y;) — 9" (y;)IPA; ~ / lg(y) — 9" (v)* dy, (20)

where we use quadrature weights A; for the points y; to approximate the integral. We observe that for equal
quadrature weights A; = A (e.g., regular grids), the loss in (20) is proportional to the usual mean squared
error (MSE).
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Analogously, one can also use other norms on function spaces, e.g., Sobolev norms, such as the squared
H'-loss given by

m
Loss(g,g") = » (Ig(yj) — 9" (y)* + [Valys) — Vg*(yj)lz)ﬁj- (21)
j=1
By providing supervision on the derivatives of the output functions, Sobolev losses guide the neural operator
to accurately capture high-frequency features and smoothness properties of the ground truth function (Li
et al., 2022¢; Kossaifi et al., 2023). Computing Sobolev norms requires the ability to access or approximate
the ground truth derivatives. For the output function g of the neural operator, derivatives (w.r.t. to its
inputs y;, not to the parameters of the neural operator) can be computed using, e.g., finite-differences,
Fourier differentiation, or automatic differentiation (Wang et al., 2021; Maust et al., 2022; Lin et al., 2025).
Note that when the ground truth derivatives cannot be accurately approximated (e.g., when using finite
differences at low resolutions), Sobolev losses may be less effective.

Physics-informed losses If we know that the ground truth operator satisfies a certain (partial) differential
equation, (spatiotemporal) derivatives of g can also be used to compute physics-informed losses, similar to
physics-informed neural networks (PINNs) (Raissi et al., 2019; Sirignano & Spiliopoulos, 2018). This can
act as a regularizer, reducing the need for extensive training data and enabling the model to be trained with
low-resolution or even no data. In the later case, the PDE loss (together with appropriate boundary and
initial conditions) should uniquely describe the solution g. Instead of relying on a finite number of ground
truth input-output pairs, the supervisory signal coming from the PDE loss can be viewed as a “reward” that
can be evaluated at arbitrarily chosen input functions f and corresponding output functions of the neural
operator g (discretized at any resolution). While standard PINNs can only solve a single PDE??, physics-
informed neural operators can learn the full operator from, e.g., coefficient functions or initial/boundary
conditions® to the solution function (Wang et al., 2021; Li et al., 2024c). Still, most techniques developed
for PINNs (see, e.g., Wang et al. (2023); Hao et al. (2023b) for summaries) can directly be extended to
physics-informed neural operators.

Balancing multi-objective losses Scientific machine learning applications often involve predicting multi-
ple variables and minimizing multiple loss terms (e.g., data and physics-informed losses), which are combined
into a single objective function. However, appropriate weighting of the different terms is crucial for good
performance and well-posedness. Since manual tuning can be a time-consuming and computationally inten-
sive process, structured approaches have been developed that automatically balance losses based on their
difficulties, gradient magnitudes, or causal dependencies®?; see, for instance, Kendall et al. (2018); Lam et al.
(2023); Wang et al. (2023).

4.2 Training Strategies

Data augmentation For many scientific problems, it is difficult to develop physically-principled data
augmentation strategies. We refer to Brandstetter et al. (2022) for a discussion on so-called Lie symmetries
in the context of PDEs. We can also view different discretizations of input and output functions as a
form of data augmentation. This can, for instance, be achieved by subsampling a given, fine discretization.
While such multi-resolution training can also help neural networks, such as CNNs and GNNs, to work
across resolutions, it does not provide any guarantees on their generalization beyond resolutions seen during
training. Neural operators, on the other hand, do not require multi-resolution training to provide consistent
predictions across (unseen) resolutions. However, it can still be employed to accelerate training (e.g., by
starting with low-resolution data (Lanthaler et al., 2024)) and mitigate discretization errors (using a few
samples with higher resolutions). We also note that a certain minimal resolution is required for at least
part of the training data to resolve the physics and learn the ground truth operator. Finally, to handle the
variable number of discretization points across samples, padding or sparse formats are required for efficient
batching, analogous to common practices for GNNs (Fey & Lenssen, 2019).

220r, more general, families of PDEs parametrized by a finite-dimensional parameter.

23In our notation, the function f collectively describes the considered family of PDEs, e.g., boundary conditions, coefficient
functions, and/or geometries (e.g., given in terms of signed distance functions). Since these functions can be defined on different
domains, one often uses suitable encodings or extensions to larger domains.

24For instance, physics-informed losses have non-unique and often trivial solutions without appropriate boundary conditions
(or additional data), motivating to put more weight on the latter in the beginning of the training.
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Optimization As for neural networks, the optimization of neural operators is done using mini-batch
stochastic gradient descent with gradients obtained via automatic differentiation, borrowing the same opti-
mizers and learning rate schedulers. In particular, initialization is also crucial to enhance the convergence
of stochastic gradient descent (Glorot & Bengio, 2010; He et al., 2015; Zhao et al., 2021; Zhang et al., 2019).
For both initialization as well as optimization, one also needs to properly deal with complex values arising
either in the spectral domain (e.g., for spectral convolutions) or due to complex-valued data (e.g., in quantum
applications). This includes complex-valued initializations and arithmetics (in particular, for computing the
momentum of optimizers). Finally, since achieving high accuracies is particularly important for scientific
applications, we want to highlight research on natural gradients, preconditioning, and quasi-second order
optimizers for improved convergence (Miiller & Zeinhofer, 2024; Goldshlager et al., 2024; Anil et al., 2020).

Auto-regressive training In spatiotemporal forecasting problems, neural operators are often used in an
autoregressive fashion, i.e., they are trained to predict a certain time into the future and then iteratively
applied to their own output to predict longer time horizons during inference, often referred to as rollout.
However, if the model is only trained on ground truth input data, this can lead to a distribution shift during
inference causing instabilities for long autoregressive rollouts (Bonev et al., 2023). To this end, one can add
artificial noise during training (see, e.g., Hao et al. (2024)), encourage dissipativity (Li et al., 2022¢), or use
auto-regressive rollouts also during training. In the latter case, one can avoid excessive memory overheads
when backpropagating through the rollout by gradient checkpointing or backpropagating only the last few
steps (Lam et al., 2023; Brandstetter et al., 2023).

5 Neural Operators in Practice

5.1 Applications of Neural Operators

In Section 3, we demonstrated how layers from popular neural networks can be modified into neural operator
layers that remain consistent across resolutions. The properties of neural operators are particularly well-
suited for science and engineering applications (Azizzadenesheli et al., 2024), and this section highlights a
variety of domains where neural operators have already been successfully applied.

e Fluid and solid mechanics: Neural operators have fostered significant advancements in computa-
tional mechanics, including modeling porous media, fluid mechanics, and solid mechanics (You et al.,
2022; Choubineh et al., 2023). They offer substantial speedups over traditional numerical solvers while
achieving competitive accuracies and expanding their features (Kurth et al., 2023; Li et al., 2022a). For
instance, FNOs constitute the first machine learning-based method to successfully model turbulent flows
with zero-shot super-resolution capabilities (Li et al., 2020a). Li et al. (2022¢) show that Sobolev losses
and dissipativity-inducing regularization terms are effective in stabilizing long autoregressive rollouts for
highly turbulent flows. Moreover, neural operators have also been used in large eddy simulations of
three-dimensional turbulence (Jiang et al., 2023) and to learn the stress-strain fields in digital compos-
ites (Rashid et al., 2022). Finally, Yao et al. (2025) use neural operators in combination with diffusion
models on function spaces to learn distributions over solutions when given sparse or noisy observations.

¢ Nuclear fusion and plasma physics: Neural operators have been used to accelerate magnetohydro-
dynamic (MHD) simulations for plasma evolution both from state and camera data (Gopakumar et al.,
2024; Pamela et al., 2025). Instabilities arising in long-term rollouts using neural operators for plasma
evolution have been studied in Carey et al. (2025), together with the potential of learning across different
MHD simulation codes, data fidelities, and subsets of state variables. Furthermore, neural operators have
been used for labeling the confinement states of tokamak discharges (Poels et al., 2025).

¢ Geoscience and environmental engineering: In the geosciences, FNOs and UNOs have been used
for seismic wave propagation and inversion (Yang et al., 2021; Sun et al., 2022). Extensions of generative
models to function spaces have been employed to model earth surface movements in response to volcanic
eruptions or earthquakes, or subsidence due to excessive groundwater extraction (Rahman et al., 2022a;
Seidman et al., 2023). Neural operators have also been used to model multiphase flow in porous media,
which is critical for applications such as contaminant transport, carbon capture and storage, hydrogen
storage, and nuclear waste storage (Wen et al., 2022; 2023; Chandra et al., 2025).
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¢« Weather and climate forecasting: Versions of FNOs can match the accuracy of physics-based nu-
merical weather prediction systems while being orders-of-magnitude faster (Kurth et al., 2023; Mahesh
et al., 2024). To facilitate stable simulations of atmospheric dynamics on the earth, Bonev et al. (2023)
introduced the spherical Fourier neural operator (SFNO) to extend FNOs to spherical geometries. The
super-resolution capabilities of FNOs have also been leveraged for downscaling of climate data, i.e.,
predicting climate variables at high resolutions from low-resolution simulations (Yang et al., 2023). Ad-
ditionally, neural operators have been utilized for tipping point forecasting, with potential applications
to climate tipping points (Liu-Schiaffini et al., 2023).

e Medicine and healthcare: Neural operators have been used in multiple settings to improve medical
imaging, such as ultrasound computer tomography (Dai et al., 2023; Zeng et al., 2023; Wang et al.,
2025). As an example, they have been used on radio-frequency data from lung ultrasounds to accurately
reconstruct lung aeration maps (Wang et al., 2025), which can be used for diagnosing and monitoring
acute and chronic lung diseases. Jatyani et al. (2024) use FNOs supplemented with local integral and
differential kernels (Liu-Schiaffini et al., 2024) for MRI reconstructions. Neural operators have also been
used to improve the design of medical devices, such as catheters with reduced risk of catheter-associated
urinary tract infection (Zhou et al., 2024). Finally, GNOs (Li et al., 2020b;c) have been used for spatial
transcriptomics data classification (Ahmed & Yasin, 2023)

e Computer Vision: Neural operators have also been applied to several computer vision tasks. For
instance, Guibas et al. (2021) use FNOs as token mixers in vision transformer architectures, and Zheng
et al. (2023) use neural operators to accelerate diffusion model sampling. Other works have also explored
using FNOs for image classification (Kabri et al., 2023) and segmentation (Wong et al., 2023).

5.2 Empirical Evaluations

In this section, we empirically evaluate different architectures and quantify the difference between using
neural networks and neural operators. Specifically, we show that our proposed recipes for converting popular
neural network architectures into well-defined operators lead to improved performance and generalization
across resolutions.

For these experiments, we focus on the well-studied Navier-Stokes (NS) equations for incompressible fluids,
which model the evolution of a fluid acted upon by certain forces. We consider the task of mapping from the
force function to the vorticity of the fluid at a later time when initialized at zero vorticity; see Appendix C.1
for details. We compare the performance of different approaches in Figure 5 and provide details in the
following paragraphs.

Receptive field When changing the resolution of the input function, neighboring points considered by the
kernels of CNNs move closer or farther away from each other; see Section 3.3. We observe empirically, see
“U-NET” in Figure 5, that such models do not generalize to resolutions different from the training resolution.
We observe similar effects when naively applying a ViT (with convolutional tokenization within each patch);
see ViT in Figure 5. While the ViT slightly outperforms the U-NET, the performance degrades substantially
at resolutions different from the training resolution. The underlying reason is that the receptive field of each
layer depends on the resolution. We compared several methods to fix the receptive field:

o For instance, one can linearly interpolate the CNN kernel (representing the kernel function K in Sec-
tion 3.3), improving generalization; see “U-NET kernel interp.” in Figure 5.

o While interpolating the CNN kernel improves generalization, it still suffers from large discretization errors
due to the low resolution of the kernel. However, using a Fourier interpolation via a global spectral con-
volution as in the FNO exhibits strong performance and generalization across all considered resolutions.

o A global receptive field is also used in “OFORMER” (Li et al., 2022b), which relies on a linear version of
self-attention similar to the one discussed in Section 3.5. While it suffers from a large computational cost
at higher resolutions, it provides good generalization capabilities.

Multi-resolution training Training U-NETs on multiple resolutions, see “U-NET (mixed res.)” and “U-
NET kernel interp. (mixed res.)” in Figure 5, leads to good test-time performance at these different training
resolutions but still poor generalization to unseen resolutions. In fact, such augmentation merely encourage
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Figure 5: Relative L%-errors (on unseen test data) when training different methods on the Navier-Stokes
equations (see Appendix C for details). Although FNO and OFORMER are only trained on resolution 128,
they achieve approximately the same error for higher and lower resolutions. On the other hand, the U-NET
only performs well on the training resolution 128. If we train on mixed resolutions {64, 128,256} (using each
of the 10,000 data points three times with different resolutions in every epoch), it performs well for these
resolutions—however, performance still degrades for higher resolutions. Interpolating the convolutional
kernels of the U-NET (in both single and mixed-resolution training) also improves generalization across
resolutions compared to the baseline U-NET. ViT is included as another common baseline in computer
vision, and we observe similar results to those of the U-NET. We optimized the hyperparameters for each
method and trained until convergence (see Appendix C). Due to memory constraints, the OFORMER results
could not be computed for the highest resolution.

a model to be agnostic to the discretization observed in the training dataset, however do not provide a good
inductive bias or theoretical guarantees for unseen resolutions. Since the training set can only cover a finite
set of resolutions in practice, we do not consider neural networks trained with such data augmentation to
be a robust and principled method of learning maps between function spaces.

Interpolation As outlined in Section 3.7, one can also use interpolation, i.e., up- and downsampling, of
the input and output and then apply a neural network on the intermediate fixed resolution. While this
defines a neural operator (with a fixed encoder-decoder as in Section 3.6) and generalizes across resolutions,
see “U-NET (input/output interp.)” in Figure 5, its performance is limited since it discards any high-
resolution information in the input. We note that this loss of high-resolution information could potentially
be prevented or mitigated using skip-connections from the high-resolution input and combining it with other
neural operator layers.

Composite architectures A key principle in architecture design is the idea that different resolution-
agnostic layers can be combined to construct architectures that are also resolution-agnostic. In our experi-
ments, we examine two such composite architectures, which we refer to as FNO + LocaLConv and FNO
+ D1rrCoNv, both of which are introduced in Liu-Schiaffini et al. (2024). LOCALCONV parametrizes the
convolutional kernel K in (8) as a sum of a finite number of basis functions. DIFFCONV uses a traditional
discrete convolutional kernel (e.g., a 3 x 3 kernel) but constrains the parameters to be mean-zero and rescales
them according to the resolution. As such, although the receptive field shrinks, the action of the layer prov-
ably converges to a directional derivative as the resolution is increased. In FNO + LocALCoNvV and FNO
+ DirrConNv, the LocALCONV and DIFFCONV layers are respectively placed in parallel with the spectral
convolution within each layer of the model.
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Composite architectures (such as FNO + LocaLCoNv and FNO + DIrrCoONV) inherit the properties of
their various components. As such, our results show benefits of combining local (from the LocALCONV and
DirrCoNV) and global receptive fields (from the FNO) only at certain resolutions. While all these models
are neural operators, different architectures can exhibit varying degrees of discretization error, depending
on the training resolution and the data itself. Similarly, every neural operator architecture has a minimal
resolution at which this error is controllable and such properties are also inherited by the overall composite
architecture.

In summary, our experiments empirically verify three main principles developed in this paper:

e To provide the correct inductive bias for cross-resolution generalization, the receptive field of a neural
operator must be fixed with respect to the underlying domain of the input function.

o Multi-resolution training can improve the performance of neural networks on the training resolutions but
not for generalization to unseen resolutions.

o Interpolating the input and output of a neural network to an intermediate fixed resolution defines a naive
neural operator but discards high-resolution information in the input.

6 Summary and Outlook

Successful neural network models, such as CNNs, GNNs, and transformers, have been developed for emu-
lating mappings between finite-dimensional Euclidean spaces. However, for many applications, data arises
naturally as functions. Training neural networks on such data requires to discretize the data at a fixed reso-
lutions, constraining their performance, efficiency, and generalization capabilities. In particular, predictions
of neural networks made at different resolutions are in general inconsistent with each other.

In this work, we showed how simple modifications can make these popular neural network architectures
agnostic to the discretization. This led us to the concept of neural operators as a principled framework for
learning mappings between (infinite-dimensional) function spaces. We defined the general design principles
and demonstrated how discretization-agnostic versions of popular architectures give rise to general building
blocks for neural operators. Finally, we mentioned training recipes and successful applications of neural
operators across various applications.

Since the field of neural operators is still in an early stage, there are a series of open research directions.
While the discretization error of neural operators vanishes as the resolution is increased, it is important to
be able to quantify and control this error in practical scenarios. The benefits of being discretization-agnostic
also sometimes come at the cost of reduced performance at a fized resolution compared to specialized neural
network architectures. However, this is not a fundamental shortcoming of neural operators but rather
requires further development of architectures with the right inductive biases. As starting points, one can
leverage connections of neural operators to successful techniques in computer vision, such as implicit neural
representations, or incorporate ideas from classical numerical methods.

Our work provides general guidelines that help practitioners understand the design principles and develop
specialized neural operators for their applications. While neural operators have already seen great success in a
variety of applications, we believe that they have the potential to accelerate progress and foster breakthroughs
across a wide range of additional fields.
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A Detalils
A.1 Notation

In this section, we provide additional details regarding the notation used in this paper, summarized in Table 1.

Continuous functions We are interested in learning mappings from a function space F (input functions)
to another function space G (output functions). For input functions f € F, we denote by D; their domain
and by f(x) their evaluation at coordinates € Dy. Similarly, for output functions g € G, we denote by D,
their domain and by g(y) their evaluation at coordinates y € D,. For functions g = (gx)5_, with codomain
R¢, ie., g: Dy — R® we call the functions g,: Dy — R the component functions of g. While the input
and output function spaces can change throughout the layers of a neural operator, we always use the same
notation for ease and clarity of presentation. Moreover, we will typically denote learnable functions of layers
by K (since they correspond to kernels of integral operators for many of our considered layers). In practice,
these are typically parametrized by neural networks.

Discretized functions In practice, we will work on discretized functions, and assume that we have access
to the function values f(x;) on a certain point cloud (z;)}_; (see Appendix A.2 for other representations).
Given that the function f has codomain R€, ie., f: Dy — R we can represent the function values as
a tensor f of shape n x ¢, where, however, the size n depends on the chosen discretization. Note that
we follow the convention of denoting finite-dimensional tensors (including vectors and matrices) by bold
variables to distinguish them from functions. Analogously, we assume that the output function g: D, — R¢
is represented by its evaluations g(y;) on a point cloud of query points (yj);":1 of interest, leading to a tensor
g of shape m x C' (where m depends on the number of query points). Finally, for a point z; in a point cloud,
we denote by A; its quadrature weight, specifying its individual weight when discretizing an integral as a
weighted sum over the point cloud (see Appendix A.5).

If the point clouds correspond to regular grids, we could interpret x; and y; as locations of pixel or voxel
centers and f; and g; as the corresponding values. Borrowing terminology from computer vision, this
interpretation also motivates to refer to the dimensions ¢ and C' of the codomains as the number of input
and output channels. In the case of regular grids, the quadrature weights are equal, A; = A, and proportional
to the reciprocal number of points %

A.2 Function Representations

To perform numerical operations on functions using a computer, suitable discrete representations are re-
quired. We focus on the common case where a function f is represented by its point evaluations f(x;) on a
point cloud z; € Dy. If available, one can additionally consider derivative information, i.e., use

(@i, f(2:), Vf (i), -..). (22)

In some cases, we might have access to the function f directly, i.e., f is known analytically. This includes
cases where f can be specified by coefficients, e.g., w.r.t. a suitable basis or via the parameters of a neural
network?®. This can be viewed as a special case of our setting since we can compute evaluations of f on
arbitrary points x. On the other hand, we discuss in Section 3.6 how to directly operate on coefficients
describing a function f (which can be viewed as the output of a given encoder).

A.3 Neural Operators

This section provides further details on the definition and properties of neural operators. Mathematically
speaking, a neural operator is a family of mappings

NOg: F =G (23)

parametrized by a finite-dimensional parameter § € RP. In the above, F and G are suitable function
spaces; as an example, we can consider subspaces of continuous functions C(Dx,R¢) and C(Dg, RY), where
Dr C R% and Dg C RP are suitable domains. The families NOy, # € RP, are typically designed to be
universal operator approrimators. Specifically, they should be able to approximate any sufficiently regular

25Such neural networks are typically referred to as neural fields or implicit neural representation.
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operator mapping from F to G arbitrarily well given a sufficiently large number of parameters p. We refer
to Lanthaler et al. (2022); Kovachki et al. (2023); Lanthaler et al. (2023); Lanthaler (2023); Raonic et al.
(2024) for corresponding results for some of the neural operators discussed in Section 3.

In practice, the input functions f are typically represented in the form of a discretization f|x = ((z;, f(z;))
on given points X = (z;)1";; see Appendix A.2. Since we consider mappings that operate on discretizations
with an arbitrary number of points n, we introduce the notation

(Dr xRY)* = | J (DF x R%)" (24)

to denote discretizations of arbitrary size. Our goal is thus to construct empirical versions
NOg: (Dr x RY)* = G (25)
of the operator NOy that are discretization-agnostic, i.e., that satisfy

NOy (f]x) = NOg(f) (26)

for every f € F and discretization?® X of the input domain. More precisely, we want to ensure that the
error in (26) can be made arbitrarily small by considering a sufficiently fine discretization X, which can be
mathematically formalized using the concept of discretization convergence; see Appendix A.4 and Kovachki
et al. (2023) for details. In particular, the outputs of the empirical version of the neural operator at different
discretizations only differ by a discretization error that can be made arbitrarily small by increasing the
resolution. The following diagram visualizes this concept for the optimal case where we have equality in (26)
(see Bartolucci et al. (2023) for corresponding conditions):

NO
F> f ’ g €6
discretize at X J{ oy J{ discretize at Y
NOg
(D]: X RC)* =) f|X ******************** > g|y S (Dg X RC)*

The dashed line visualizes that, strictly speaking, some neural operator architectures (see, e.g., Sections 3.2
and 3.4) do not output a function but only its evaluation. Specifically, for those architectures, the output of
N(\)g(ﬂx) can only be queried on a specific point cloud Y = (y;)7; C Dg, and not the full domain Dg since
this would require knowledge of f outside of the discretization points X. However, for ease of presentation,
we assume that the output is suitably interpolated to Dg (see Section 3.7). Moreover, we emphasize that
the same parameters 6 can be employed across different discretizations of the input and output functions.

In Appendix B, we demonstrate how such assumptions quantify the “super-resolution” capabilities of a neural
operator, i.e., how sufficiently expressive architectures, trained on a sufficiently fine resolution, are provably
approximating the underlying ground truth operator.

A.4 Discretization Convergence

In this section, we formalize the approximation in (26) using the concept of discretization convergence. To
this end, we need to assume that the discretization is refined in a “well-behaved” way. In particular, we
consider sequences of nested sets

X1 CX,C---C Dy (27)

with | X,,| = n. We call such a sequence a discrete refinement if for any radius e > 0 there exists an index n,
such that
Dr C X, + B:(0), (28)

26For some instantiations of neural operators, there can be a lower bound on the resolutions that they can operator. It also
depends on the training discretizations and the properties of the ground truth operator whether we can accurately resolve the
physics when querying at higher resolutions than the ones seen during training; see Appendix B.
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i.e., the domain Dz can be covered using balls of radius ¢ centered at the n points in X,, (Kovachki et al.,
2023). We now define the discretization convergence of an empirical version N(\)g of an operator NOy as
in (23) and (25) by the following property: for any discrete refinement (X,,),en and any compact set K C F
it holds that -

sup |NOg(flx,) = NOg(f)||g =0, n— o0, (29)

where || - ||g is a given norm on G; see also Kovachki et al. (2023).

In practice, it is important to also consider the convergence speed in (29) since we want the discretization
error to be as small as possible for practically relevant numbers of points n and not only in the limit.
Moreover, while some layers, e.g., convolutional layers or graph neural network layers with nearest neighbor
graphs, are technically discretization convergent, they converge to a typically undesirable pointwise operator;
see Sections 3.3 and 3.4. For the neural operator layers considered in (4), (8), (11), and (13), the discretization
convergence depends on the convergence of the utilized numerical integration scheme; see Appendix A.5.

A.5 Numerical Integration

This section provides further details on numerical integration schemes, which can be used to devise empirical
versions of integral operator layers that can be applied to discretizations of functions at points ().
Numerical integration schemes typically take the form

/D K(z)dz ~ Z K(x) A (30)

for quadrature weights A; and discretization points z;. Different numerical integration schemes (also known
as quadrature schemes) differ in their choices of weights A; and quadrature points x;, leading to different
errors in the approximation (30) for functions K with certain regularity. In particular, this error dictates the
discretization error of neural operators defined in terms of integral operators as in (4), (8), (11), and (13).

For Riemann sums, we can partition the domain D into n subdomains (D;)"_; with x; € D;, and choose
A; = |D;| as the measure of D;. Under mild assumptions on the partition, we obtain convergence to the
integral in (30) for continuous functions K when n — oo and max}_; A; — 0.

For regular grids, the measure |D;| corresponds to the product of the grid-spacings in each dimension and
is proportional to % For general point clouds, one can, for instance, leverage a Delaunay triangulation
to obtain a partition; see Algorithm 1. One can also derive methods based on analytically integrating
simpler interpolating functions, such as polynomials, e.g., Newton-Cotes formulas for regular grids and
Gauss quadrature for specifically chosen points.

We also want to mention Monte-Carlo integration for randomly distributed points z;. To this end, we
interpret the integral as an expectation and use a Monte-Carlo estimate, i.e.,

z)dz = K(z) z)dx = K(z) zl Y K(xl): np(z;)) "' K (;
[ rw = [ S =na, [T~ 13 T =5 DK G

where the points x; are assumed to be i.i.d. samples drawn according to a density p.

We note that, e.g., for integral operators, K is learnable, and we can absorb parts of the quadrature weights A;
that only depend on the point z; (as opposed to the full set of points or their size n) into the kernel. For
instance, this includes constant factors. Moreover, for Monte-Carlo integration as in (31), we can also
reparametrize K as K=K p such that the quadrature weights are % for the integrand K.

A.6 Fourier Neural Operator

This section provides further background information on Fourier neural operators (FNOs) (Li et al., 2020a).
In their typical form, they first apply a pointwise lifting layer (see Section 3.2) to increase the dimension
of the codomain (i.e., number of channels) of the input function and, thus, the expressivity”’ of the overall

27Lanthaler et al. (2023) show that only a single Fourier mode, i.e., just a global average, is necessary to achieve universality if
the dimension of the codomain is sufficiently large. However, such an approximation is likely inefficient in terms of the required
number of parameters.
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architecture. This is followed by a number of FNO blocks, each consisting of a spectral convolution (see Sec-
tion 3.3) and a pointwise operator (such as an activation function or an MLP; see Section 3.2) combined
with skip-connections. The Fourier coefficients are computed separately for each component function, i.e.,
in practice, the discrete Fourier transform is batched across channels. However, for each frequency, the
Fourier coefficients of different component functions are linearly combined, i.e., the channels are mixed in
the Fourier space. Since the output of a spectral layer is necessarily bandlimited as the kernel only contains
a fixed number of modes, we use a pointwise layer as a skip-connection to retain high frequencies. The last
layer of the FNO is given by a pointwise projection layer (see Section 3.2) to account for the problem-specific
dimension of the codomain of the output function.

As described in Section 3.6, one could replace the Fourier basis in the FNO with other parametrized function
classes. However, the former choice has several advantages. First, for regular grids, the Fast Fourier
Transform (FFT) offers a highly-efficient implementation with reduced computational complexity®®. For
general grids, the discrete Fourier transforms can be used as an (approximate) mapping between a discretized
function and its Fourier coefficients. Moreover, using a truncated Fourier basis is motivated by the fact that
for many PDEs, such as the Navier-Stokes equations, it is known that the spectrum satisfies a certain decay,
i.e., the magnitude of the Fourier coefficients decays at a certain rate as the frequency increases. An efficient
strategy is thus to progressively increase the number of Fourier modes k together with the input resolution
during training (George et al., 2022). This curriculum learning approach allows the FNO to initially focus
on learning low-frequency components of the solution (avoiding wasted computation and overfitting) and
progressively adapt to higher-frequency components as the data resolution increases.

One issue with methods relying on the Fourier basis (as the spectral convolutions in the FNO), is that
they make assumptions about the periodicity of the input functions. While non-periodic output functions
can still be recovered through skip-connections, non-periodicity of the input function will hinder training by
introducing Gibbs phenomena. This can be mitigated by periodically extending the input function beyond
its original domain, e.g., based on Fourier continuation methods (Maust et al., 2022). Even simple constant
padding is often sufficient since the initial lifting layer can mitigate the discontinuities introduced by the
padding. Since the input functions are now defined on an extended domain, it is important that the amount
of padding changes according to the resolution of the discretization.

A.7 Attention Mechanism

Loosely inspired by human cognition, attention mechanisms assign varying levels of importance to different
parts of the input, which are often referred to as tokens. In our setting, the tokens are given by point
evaluations f; = f(x;) or, after positional encoding, (x;, f(x;)). Various attention mechanisms have been
developed (Bahdanau et al., 2014; Luong et al., 2015; Velickovi¢ et al., 2017; Vaswani et al., 2017). For
instance, the popular soft(arg)max with dot-product attention is given by

oo k() alF)) .
Zze lexp CEREA (32)

where v, k, and ¢ are learnable query, key, and value functions. The inner product in (32) is rescaled by a
so-called temperature 7, often chosen as 7 = (datt)*l/ 2. where d, is the dimension of the codomain of k
and g. Moreover, multiple attention mechanisms, so-called heads, can be combined (Vaswani et al.; 2017).

We speak of self-attention when evaluating the query and key functions at the same tokens (as in (32)). In
the more general case of cross-attention, we evaluate the query function ¢ in (32) on different tokens. In
our neural operator layer in (13), this can be another function f, potentially discretized on a different point
cloud (#;)™_;. Since the point cloud #; defines the coordinates on which we can query the output function
g of the attention layer, we can also use cross-attention to evaluate the layer on arbitrary coordinates by
picking f to be a prescribed function, e.g., the identity or a positional embedding.

28Note that in practice, the discrete Fourier transform can be more efficient than the FFT for sufficiently small numbers of
Fourier modes (Lingsch et al., 2023).
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A.8 Special Cases of Encoders & Decoders

In this section, we show that certain integral operators (see Section 3.4), including spectral convolutions
(see Section 3.3), can be viewed as special cases of encoder-decoder layers introduced in Section 3.6. Specif-
ically, we consider encoder-decoder layer of the form

k
v, = /D @) S@) o, w, = Kyuy, and () = 3 i)y, (33)

with input function f: Dy — R® and output function g: Dy — RC. This can be interpreted as an encoder
based on inner products with functions b;, linear maps K in the latent space, and a decoder based on linear
combinations with functions 3;. Thus, the overall layer can be expressed as

k
o(y) = /D S 8,0 K; b (2)]” £() da, (34)

fj=1

=K(z,y)

which corresponds to a version of the integral operator in (4) and (11). We also recover the following special

cases:

o We obtain a layer of the low-rank neural operator (Kovachki et al., 2023; Lanthaler et al., 2023) when
setting K; = 1 and learning b;: Dy — R and 3;: Dy — RC.

o The spectral convolution in Section 3.3 is given by setting b;y1(z) = Bj11(x) = ™% i.e., using the first

Fourier basis functions, and learning K; € C®*¢, where we assume that the input function is defined on

the torus.

B Error Analysis for Zero-Shot Predictions on Different Discretizations

In this section we provide a high-level error analysis to outline the interplay between different errors, i.e.,
discretization, optimization, and approximation errors. For a detailed analysis and corresponding bounds,
we refer, e.g., to Kovachki et al. (2021); Lanthaler et al. (2022); De Ryck & Mishra (2022); Lanthaler et al.
(2023); Kovachki et al. (2023) for approximation and generalization results, to Kovachki et al. (2024a);
Grohs et al. (2025) for results on sampling complexities, and to Lanthaler et al. (2024) for results on the
discretization error.

Here, we consider the use of neural operators to predict on discretizations different than the training dis-
cretization, without retraining. In particular, this includes zero-shot super-resolution where the query dis-
cretization has a higher resolution than the training discretization. To this effect, let

e NO*: F — G be the ground truth operator between Banach spaces G and F,
e NOy: F — G be a neural operator with parameter set 6 € ©,
. 1@9 denote an empirical version of the neural operator NOy as in (25),

« X and X be fixed discretizations of the domain (the training and query discretizations, respectively).

Suppose we trained the neural operator on functions in F discretized on X, and obtained learned parameters
f € ©. We are are interested in bounding the error of the neural operator on a function f € F discretized
on the (unseen) query discretization X, i.e.,

e(f,X) = [INO*(f) = NO4(fI)llg- (35)
Using the triangle inequality, we obtain

e(f, X) < INO*(f) = NO(fIx)llg + INO4(f1x) — NO; (f)llg + INO4(f) = NO4#(flz)llg,  (36)

=e(f,X) < ediser (f,X) Ssdiscr(fv;(/)
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where e(f, X) is the error of the neural operator on the discretization X defined as in (35), €giser(f, X) is a
bound on the discretization error of NO on X, i.e.,

sup [NOo (f) - NOu(f1x)llg < ediser(f, X), (37)

and Egiser( f,)z ) is defined analogously. Under suitable conditions for discretization convergence (see Ap-
pendix A.4), the discretization errors giser g0 to zero as the resolutions of the discretizations increase. In
this case, for high resolutions, the inequality in (36) shows that the error for the discretization X is essentially
bounded by the error for the discretization X.

Next, we want to bound the error on the training discretization (f, X) in (36). To this end, let * € © be
a parameter that achieves minimal approzrimation error to the ground truth operator, i.e.,

sup [[NO*(f) = NOg-(f)llg = inf sup [[NO*(f) — NOg(f)llg = approx- (38)
feF 0O feF

Moreover, suppose the optimization error’® between the trained and optimal neural operator can be bounded
by some eqpt, i.e.

sup [[NOg-(f) = NOy(f)llg < €opt- (39)
feF

Then we can use the triangle inequality to bound the model error on the training discretization as

e(f,X) < |[NO*(f) = NOg- (f)llg + [NOo- () = NO; (f)llg + [NO4(f) = NO4(f|x)llg - (40)

< Eapprox < eopt < €discr

In particular, substituting this inequality in (36), implies that
g(fa 5(:) S €approx + Eopt + 2€discr(f7 X) + Ediscr(fa )’Z) (41)

This shows that we can bound the error £(f, X ) for a function discretized on X , by the approximation error
n (38), the optimization error in (39), and the discretization errors for X and X as in (37). Due to the
resolution convergence of the neural operator, the discretization errors vanish as the resolution increases. The
prediction error on discretizations with higher resolution than the training data can thus be made arbitrarily
small by having a sufficiently expressive neural operator that is trained on a sufficiently high resolution to
near-optimality. In particular, this provides a theoretical explanation for the super-resolution capabilities of
neural operators that approximate the underlying ground truth operator.

C Experimental Details

In this section, we describe the dataset as well as implementation and hyperparameter details for our exper-
iments. As mentioned in Section 4.2, the general training procedure for neural operators is similar to that
of neural networks (see Algorithm 5).

C.1 Navier-Stokes Equations

Since the primary applications of neural operators have been in learning the solution operators for PDEs, the
experiments in this paper focus on one well-studied PDE: the Navier-Stokes (NS) equations for incompressible
fluids. As in Kossaifi et al. (2023), we consider the vorticity-stream (w — ¢) formulation of the 2-dimensional
NS equations, given by

Ow+Viy . w= iAo.)—i—f, on T? x (0,7
Re

(42)

—AyY = w, / =0 on T? x (0,7).
T2

In the above, w and v denote the vorticity and stream functions defined on the torus T? and the time interval
[0,T7], f is a forcing function distributed according to a Gaussian measure, and Re > 0 is the Reynolds

29For simplicity, we do not explicitly consider the generalization error arising from training only on a finite number of samples.
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Figure 6: Sample input and output functions and two discretizations for learning the mapping from forcing
function to vorticity governed by the Navier-Stokes equations in Appendix C.1.

number, which can be used to characterize the laminar or turbulent nature of the flow. As in Kossaifi et al.
(2023), we fix the initial vorticity to be w(-,0) = 0 and seek to learn the nonlinear operator f — w(-,T) from
the forcing function to the vorticity at some fixed time 7" > 0; see also Figure 6. Following Kossaifi et al.
(2023), we use 10,000 samples for training and 2,000 samples for testing.

C.2 Implementation Details

In order to maintain the fairness of comparisons, we attempted to maintain an equal number of parameters
(around 63M) across all models throughout our experiments (if allowed by GPU memory constraints).
Furthermore, all models were trained until convergence using the Adam optimizer (Kingma & Ba, 2014)
with a weight decay of 107%, except the OFORMER which used a weight decay of 1076, Training samples
are given on a uniform spatial discretization of resolution 128 x 128. Where GPU memory allowed, we
evaluated our models at several data resolutions, as shown in Figure 5. All models are trained on absolute
L2-error and evaluated using relative L2-error. When available, we use the implementations found in the
NEURALOPERATOR Python library®? (Kossaifi et al., 2024). All models were trained on a single NVIDIA
RTX 4090 GPU, with the exception of the OFORMER, which was trained on a single NVIDIA H100 GPU
due to higher memory requirements.

Note that for some models, multiple resolutions were used during training. In these cases, we use each of the
10,000 samples at each resolution in each epoch. The specific training resolutions used for these particular
models are described below, along with the implementation details for all models used in our experiments.

U-Net Our U-NET model is adopted from the PDEARENA (Gupta & Brandstetter, 2022) baseline®!. In
our experiments, we set the number of hidden channels to be 19, the kernel size to be 9, and use layer
normalization. We use channel multipliers of 1, 2, 2, 3 for each resolution; see Gupta & Brandstetter (2022)
and the official repository for more details. We halve the learning rate every 50 epochs, starting at an initial
learning rate of 5- 1074,

U-Net with mixed resolution training In these experiments, we use the same U-NET architecture as
above; however, we augment the training data by including the samples at three different resolutions. In
addition to resolution 128 x 128, we supplement the training set with the same data at resolutions 64 x 64
and 256 x 256. We halve the learning rate every 20 epochs, starting at an initial learning rate of 5- 1074,

30The NEURALOPERATOR library is publicly available at github.com/neuraloperator/neuraloperator. Our code is available
at github.com/neuraloperator/NNs-to-NOs.
31The PDEARENA code is publicly available at github.com/pdearena/pdearena.
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U-Net with input & output interpolation U-NET with input and output interpolation fixes the U-
NET resolution at 128 x 128 and interpolates the input and output to the desired resolution, as described
in Section 3.7. For these experiments, we use the same U-NET model as described above. We use bilinear
interpolation in our experiments.

FNO In our experiments, we set the number of Fourier modes to 64, the number of hidden channels to
62, and we use 4 Fourier layers consisting of spectral convolutions, pointwise MLPs, and soft-gating skip-
connections as proposed by Kossaifi et al. (2023). We halve the learning rate every 33 epochs, starting at an
initial learning rate of 5- 1074

Local neural operator In our experiments, we follow Liu-Schiaffini et al. (2024) in supplementing each
spectral convolution with either local integral or differential operators. For both experiments, we use 40
Fourier modes and 99 channels, such that the total number of parameters is similar to the FNO experiments.
Decreasing the number of Fourier modes encourages the FNO to learn global features, and increasing the
number of channels increases the expressivity of the local operators for capturing high-frequency features.
Apart from these changes, we follow the same settings as for the FNO architecture described above. For FNO
+ DI1FFCONV, we only supplement the last layer with a differential layer, whereas for FNO + LocALCONV,
we supplement all four layers with a local integral layer. For FNO + LOoCALCONV, we use the same basis
as in Liu-Schiaffini et al. (2024) with a radius cutoff of 0.03125.

Vision transformer For the vision transformer (ViT) experiments, we adapt the model from Dosovitskiy
et al. (2020), using the implementation in the HUGGINGFACE TRANSFORMERS library®?. We use a patch
size of 16 x 16, a hidden size of 768, 12 hidden layers, 12 attention heads, an intermediate size of 1900, and
GeLU activations. We halve the learning rate every 50 epochs, starting at an initial learning rate of 5-10~%.

OFormer In our experiments, we adapt the OFORMER architecture from Li et al. (2022b). However, we
introduce two modifications that helped for high-resolution uniform grids:

1. Since the input and output grids are the same, we removed the decoder, resulting in an encoder-only
architecture.

2. To better capture low frequencies within each encoder layer, we summed the output of the attention block
and the residual connection with the output of a spectral convolution (Li et al., 2020a) applied on the
input, normalized by /3 for stability.

These two modifications significantly improved the results over the baseline OFORMER on this task. We use
220 hidden channels and 16 attention heads in the encoder. We used 4 encoder layers and 16 modes in the
spectral convolutions. We halved the learning rate every 33 epochs, with an initial learning rate of 1074,

32The TRANSFORMERS library is publicly available at github.com/huggingface/transformers.
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